
A Novel Approach for Scenario-Based Test 
Case Generation

 
Baikuntha Narayan Biswal 

Department of CSE 
National Institute of Technology 

Rourkela, India 
baikunthanarayan@gmail.com 

 
 

Pragyan Nanda 
Department of CSE 

National Institute of Technology 
Rourkela, India 

n.pragyan@gmail.com 
 
 
 

Durga Prasad Mohapatra 
Department of CSE 

National Institute of Technology 
Rourkela, India 

durga@nitrkl.ac.in 
 

Abstract: Testing of software is a time-consuming 
activity which requires a great deal of planning 
and resources. Model-based testing is gaining 
importance as a research issue. In scenario-based 
testing, test scenarios are used for generating test 
cases, test drivers etc. UML is widely used to 
describe analysis and design specifications of 
software development. UML models are 
important source of information for test case 
design. UML activity diagrams describe the 
realization of the operation in design phase and 
also support description of parallel activities and 
synchronization aspects involved in different 
activities perfectly. In this paper we generate test 
scenarios from activity diagrams, which achieve 
test adequacy criteria perfectly. Finally we 
generate test cases by analyzing the respective 
sequence and class diagrams of each scenario, 
which achieves maximum path coverage criteria. 
Also in our approach, the cost of test model 
creation is reduced as design is reused.  
 
Keywords: UML-based testing, Scenario-based 
testing, Activity diagram, Sequence diagram, Class 
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I. Introduction 
Model Based Testing (MBT) is gaining its popularity 
in both academia and in industry. As systems are 
increasing in complexity, more systems perform 
mission-critical functions, and dependability 
requirements such as safety, reliability, availability, 
and security are vital to the users of these systems. 
The competitive marketplace is forcing companies to 
define or adopt new approaches to reduce the time-
to-market as well as the development cost of these 
critical systems. Much focus has been placed on 
front-end development efforts, not realizing that 
testing accounts for 50 to 75 percent of the lifetime 
development and maintenance costs [11,12]. Testing 
is traditionally performed at the end of development, 

but market-driven schedules often force organizations 
to release products before they are adequately tested. 
Model-based development tools are increasing in use 
because they provide tangible benefits by supporting 
simulation and code generation, in addition to the 
traditional design and analysis activities. These tools 
help users develop requirement and design models of 
target systems. The key challenge is to translate 
development oriented modeling languages into a 
form that is suitable for automated test vector 
generation, specification based test coverage analysis, 
requirement to test traceability, and design-to-test 
traceability.  
 Testing in industrial projects can be 
effective only when the testing effort is “affordable”; 
this means that the testing approach should be able to 
produce a test plan soon, and even when the software 
system is only partially modeled. Another important 
aspect in industrial testing is accuracy. Since 
inaccuracy can strongly diminish the testing utility, 
the best has to be done in order to enrich the testing 
results. In this paper, we focus on model-based 
testing. The term model-based testing refers to test 
case derivation from a model representing software 
behavior. Such a model may be generated from a 
formal specification such as, Z – specification, OCL 
etc. [1,4,10] or may be designed by software 
engineers through diagrammatic tools [3,5].   

The paper is organized as follows: Section 2 
gives a brief idea about the background and concepts 
we will be using in rest of the paper. Section 3 
presents our approach which can be considered new, 
with respect to existing approaches. Section 4 shows 
some of the implementation results. Section 5 gives 
the comparison with the existing approaches.  Section 
6 concludes this paper and draws future work 
directions. 

 
II. Background 

Scenario-based testing is a software testing activity 
that uses scenario tests, or simply scenarios, which 
are based on a hypothetical story to help a person 
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think through a complex problem or system. They 
can be as simple as a diagram for a testing 
environment or they could be a description written in 
prose. These tests are usually different from test cases 
in that test cases are single steps and scenarios cover 
a number of steps. Scenarios are also useful to 
connect to documented software requirements, 
especially requirements modeled with use cases. 
Within the Rational Unified Process, a scenario is an 
instantiation of a use case (take a specific path 
through the model, assigning specific values to each 
variable). More complex tests are built up by 
designing a test that runs through a series of use 
cases. 
 Scenario testing works best for complex 
transactions or events, for studying end-to-end 
delivery of the benefits of the program, for exploring 
how the program will work in the hands of an 
experienced user, and for developing more persuasive 
variations of bugs found using other approaches. 

III. TC-ASEC:  The Proposed Approach 
In this section we propose an approach TC-ASEC to 
generate test cases from design models using activity 
diagram, sequence diagram and class diagram. In the 
proposed scheme we are using gray-box testing 
method, where the advantages of both black-box and 
white-box testing are combined together. The 
generated test cases extends the logical coverage 
criteria of white-box testing and finds all possible 
paths from the design model which describes the 
expected behavior of an operation. We have extended 
our existing approach proposed in to generate test 
cases from design models. In our approach we had 
used activity diagrams as test models. First of all our 
approach parses the activity diagram and generates 
the test scenarios which satisfy the path coverage 
criteria. As activity diagrams represent the 
implementation of an operation like the flow chart of 
code implementation and an executing path is a 
possible execution trace of a thread of a program, the 
executing paths are derived directly from the activity 
diagrams. We have considered path coverage in our 
approach, since it has the highest priority among all 
the coverage criteria for testing. Our approach also 
handles the complicacy of nested fork joins using a 
criterion that checks whether the target activity state 
of a transition is a fork or an activity state. If the 
target of the transition is a fork, then the fork has 
higher priority over the activity state. So it should be 
considered first and then only the other path is 
considered. As a result of this priority criterion the 

complicated nested fork-join pair is handled properly 
in our approach. After all the possible test scenarios 
are generated we generate the corresponding 
sequence diagram, and class diagrams for each 
scenario. Now using category partition method we 
analyze the functional requirements to divide the 
analyzed system in functional units. To be separately 
tested. For each defined functional unit, the 
environment conditions (system characteristic of a 
certain functional unit) and the parameters (explicit 
input of the same unit) relevant for testing must be 
identified. Then test cases are then derived by finding 
significant values of environment conditions and 
parameters. The approach is described in Fig. 1.  

 
 

Fig. 1 Activity Diagram of our proposed approach 
 
Test Scenario generation: TSAD 

In order to generate test scenarios from 
activity diagram, we have considered all the 
activities, decisions, forks and joins as nodes. Our 
approach traverses the activity diagram using 
modified depth first search (DFS) method. In order to 
traverse the activity diagram from initial node to final 
node, our approach visits all the current nodes and 
the corresponding transitions released from the 
current node. Next, a record of the trace of a run of 
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the executing path of activity diagram is maintained 
by recording the visiting trace of the current nodes 
and transitions.  

Each loop present in the activity diagram is 
executed at most once covering the corresponding 
activity states and transitions. A loop is bypassed in 
the sequence if it is already considered earlier. We 
have proposed an approach to generate test scenarios 
from design models.  

 
 
Fig. 2. Activity Diagram for ATM Withdrawal. 
  
Test Case Generation 
After all the test scenarios are generated, we analyze 
the corresponding sequence diagram for each 
selected scenario. Each sequence diagram is 
composed of objects and the messages they 
exchange. The objects involved in the Diagram are 
those that realize and execute the functionality 
described in the scenario through elaboration and 
message exchanges. In this phase class diagrams are 
also considered as a class diagram defines operations 
and attributes required for by classes for the 
interactions of their objects. 

 In our approach we have implemented 
category- partition method on sequence diagram and 
class diagram for generating test cases. The major 
steps involved are: 
1. Analysis of sequence and class diagrams 
involved in the selected test scenario  
2. Test Unit definition. Each object inside a 
sequence diagram is considered a Test Unit, since it 
can be separately tested and it represents and defines 
a possible use of system. 
3. Search of setting and interaction categories. 
Interaction categories are the interactions that an 
object has with other objects involved in a same 
sequence diagram. Settings categories are attributes 
of a class (and corresponding sequence diagram's 
object), like input parameters used in messages or 
data structures. 
4. Test Case construction. After both the categories 
are identified for each test unit significant values 
were chosen. For each found category its possible 
values and constraints are generated. For this purpose 
class diagram is used, where a preliminary 
description of a method implementation, its possible 
input values or the description of an attribute used 
and its significant values are found. By considering 
all the potential combinations of compatible choices, 
we derive the test cases. Finally for each test 
scenario, all the possible test cases are generated. 

IV. Implementation and Results 
This section discusses the results obtained by 
implementing the proposed Approach. We have 
implemented the complete approach using JAVA 
Swing and Rational Rose Version 7.0. We have 
implemented our approach taking ATM (Automatic 
Teller Machine) as the Case Study. 
 By implementing the approach we obtained 
9 test scenarios. One of the test scenarios is as 
follows: TS: (a0) t0 (a1) t1 (a2) t2 [invalid] t3 (a3) 
[resolved] t5 (a4) t6t7 ((amt <= max) and (amt <= 
Bal) and ((amt mod 100) = 0)) t8 (a5) t9 t11 t7 (a6) 
t11 t12 (a7) t13 (a9). 
 After obtaining the scenarios we generated 
the sequence diagram and class diagrams for each 
test scenario and the two categories. By identifying 
significant values for each of the categories, we have 
obtained the final test cases. Both the positive and the 
negative test cases are generated for each of the 
generated test scenario using boundary-value 
analysis. Some of the generated test cases are given 
in Table-1. Further the test cases are analyzed for 
path coverage. 
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Table-1 Final Test Cases 
TC-
ID# 

Test 
scenario PIN Amount 

Entered 
Amount in 

Account 
Amount 
in ATM

Expected 
Result 

1 Successful 
withdraw 4987 200 1000.00 5000.00

Success 
Account 
updated

2 ATM Out 
of Money 4987 200 800.00 0.00 

Withdraw 
Option 
Invalid 

3 
Insufficient 

Funds in 
ATM 

4987 200 800.00 100.00

Warning 
Message 

Enter 
Amount

4 

Amount is 
not 

Multiple of 
100 

4987 50 800.00 5000.00 Enter 
Amount

5 
Incorrect 
Pin(= 0 
try left) 

4978 n/a 800.00 5000.00

Warning 
message 

Card 
Retained 

or not 
 
V. Conclusion and Future Work  

We generate test cases directly from UML behavioral 
diagram, where the design is reused. By using our 
approach defects in the design model can be detected 
during the analysis of the model itself. So, the defects 
can be removed as early as possible, thus reducing 
the cost of defect removal. First we generate test 
scenarios from the activity diagram and then for each 
scenario the corresponding sequence and class 
diagrams are generated. After that we analyze the 
sequence diagram to find the interaction categories 
and then use the class diagrams to find the settings 
categories. After analyzing each category, its 
significant values and constraints are generated and 
respective test cases are derived. The major 
advantage of our approach is that it handles the 
complicacy of nested fork-join pair which is more 
often overlooked by other approaches. It overcomes 
the limitations of the existing approach such as 
nested fork-join and loops. Test coverage criteria 
achieved is another advantage of our approach. 
 This approach can further be extended by 
generating test cases for the complete system i.e. by 
implementing the approach for integration testing as 
interactions between different components can be 
obtained from sequence diagrams. Also test drivers 
and test oracles can be generated for the proposed 
approach that will support developers in their task of 
creating automated functional test cases for object-
oriented software on a compressed schedule. 
Moreover the overall approach is not fully 
automated. An automated tool can be developed for 
the proposed approach. The ultimate goal will be to 

address testability, coverage criteria and automation 
issues, in order to fully support system testing 
activities. 
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